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# **Постановка задачи**

Рассмотрим систему линейных алгебраических уравнений

Ax=f, (1)

где A – квадратная матрица размерности n, x=(x1, x2, ..., xn)−вектор решения, f=(f1, f2, ..., fn) −вектор правых частей. Матрица А является симметричной и положительно определенной.

Метод верхней релаксации является итерационным. Суть итерационного метода состоит в том, что для решения системы (1) необходимо найти предел последовательных приближений x(n) при n→∞ (n −номер итерации). Применение итерационных методов требует задания начального значения неизвестных х(0) и точности вычислений ε>0. Вычисления проводятся до тех пор, пока не будет выполнена оценка (2).

||x(n) - x||< ε. (2)

У итерационных методом есть ключевая особенность: точность искомого решения задается. Для нахождения решения используется формула :

![a_{ii}x_i^{(s+1)}=-\omega \sum_{j=1}^{i-1}a_{ii}x_i^{(s+1)}+(1-\omega)a_{ii}x_i^{(s)}-\omega \sum_{j=j+1}^{n}a_{ii}x_i^{(s)} +\omega b_i](data:image/png;base64,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)

где s-номер текущей операции, s+1 – номер следующей операции, -число (параметр метода). Необходимым условием сходимости метода релаксации с любого начального приближения x0 к точному х\* является выполнение условия При этом если, то говорят *о методе нижней релаксации* , а при - *о методе верхней релаксации* , при метод релаксации будет совпадать с известным *методом Зейделя* .

Необходимо найти все решения с учетом точности. Реализовать метод с помощью программы, написанной на С++. Для ускорения используем технологию OpenMP.Выполнить сравнение работы последовательной и параллельной программ. Продемонстрировать разницу результатов на графике. Сделать вывод.

# 

# **Описание метода решения**

## **Последовательная реализация метода**

int Relax1\_metod(int kol, float\*\* A, float\* B, float\* x, float\* xn, int n, float eps, float w)

{

int j, k, i;

float norma = 0;

float sum1 = 0, sum2 = 0;

do

{

kol++;

norma = 0;

for (j = 0; j < n; j++)

{

x[j] = x[j] + (w \* B[j] / A[j][j]) + ((1 - w) \* xn[j]);

for (k = j + 1; k < n; k++)

sum1 = sum1 + (A[j][k] \* xn[k] / A[j][j]);

x[j] = x[j] - (w \* sum1);

for (k = 0; k < j; k++)

sum2 = sum2 + (A[j][k] \* x[k] / A[j][j]);

x[j] = x[j] - (w \* sum2);

sum1 = 0;

sum2 = 0;

if (fabs(x[j] - xn[j]) > norma)

norma = fabs(x[j] - xn[j]);

}

for (i = 0; i < n; i++)

{

xn[i] = x[i];

x[i] = 0;

}

cout << norma << endl;

}while (norma > eps);

return kol;}

## **Параллельная реализация метода**

int Relax2\_metod(int kol, float\*\* A, float\* B, float\* x, float\* xn, int n, float eps, float w)

{

int j, k, i, a = 0;

float norma = 0, t1, t2;

float sum1 = 0, sum2 = 0;

omp\_set\_num\_threads(8);

#pragma omp parallel shared(A,B,x,xn,a) private(i,j,k,sum1, sum2)

{

do

{

a++;

norma = 0;

#pragma omp parallel for

for (j = 0; j < n; j++)

{

sum1 = 0;

sum2 = 0;

x[j] = x[j] + (w \* B[j] / A[j][j]) + ((1 - w) \* xn[j]);

for (k = j + 1; k < n; k++)

sum1 = sum1 + (A[j][k] \* xn[k] / A[j][j]);

x[j] = x[j] - (w \* sum1);

for (k = 0; k < j; k++)

sum2 = sum2 + (A[j][k] \* x[k] / A[j][j]);

x[j] = x[j] - (w \* sum2);

if (fabs(x[j] - xn[j]) > norma)

norma = fabs(x[j] - xn[j]);

}

#pragma omp parallel for

for (i = 0; i < n; i++)

{

xn[i] = x[i];

x[i] = 0;

}

printf("Num threads: %d. Thread number %d\n", omp\_get\_num\_threads(), omp\_get\_thread\_num());

} while (norma > eps);

}

kol = a;

return kol;

}

# **Результаты вычислений**

Зависимость скорости вычисления от числа запущенных процессов

# **Заключение**

Можно сделать вывод, что если увеличивать количество одновременно работающих нитей в параллельной области при больших размерах матрицы, то время работы программы будет уменьшаться. Однако, если размеры матрицы невелики, то последовательная реализация программы будет эффективнее. К тому же, от выбора коэффициента релаксации зависит скорость программы(1<w<2). Решение можно получить достаточно точно, указав ε минимальным.

# **Список использованных источников**

1. <https://www.intuit.ru/studies/courses/4447/983/lecture/14931?page=9>
2. <http://www.itlab.unn.ru/uploads/num/Relax.pdf>
3. <http://www.itlab.unn.ru/uploads/num/Relax.pdf>

**Листинг программы**

#include <iostream>

#include<conio.h>

#include<math.h>

#include <fstream>

#include <omp.h>

#include <chrono>

using namespace std;

int Relax1\_metod(int kol, float\*\* A, float\* B, float\* x, float\* xn, int n, float eps, float w)

{

int j, k, i;

float norma = 0;

float sum1 = 0, sum2 = 0;

do

{

kol++;

norma = 0;

for (j = 0; j < n; j++)

{

x[j] = x[j] + (w \* B[j] / A[j][j]) + ((1 - w) \* xn[j]);

for (k = j + 1; k < n; k++)

sum1 = sum1 + (A[j][k] \* xn[k] / A[j][j]);

x[j] = x[j] - (w \* sum1);

for (k = 0; k < j; k++)

sum2 = sum2 + (A[j][k] \* x[k] / A[j][j]);

x[j] = x[j] - (w \* sum2);

sum1 = 0;

sum2 = 0;

if (fabs(x[j] - xn[j]) > norma)

norma = fabs(x[j] - xn[j]);

}

for (i = 0; i < n; i++)

{

xn[i] = x[i];

x[i] = 0;

}

cout << norma << endl;

}while (norma > eps);

return kol;

}

int Relax2\_metod(int kol, float\*\* A, float\* B, float\* x, float\* xn, int n, float eps, float w)

{

int j, k, i, a = 0;

float norma = 0, t1, t2;

float sum1 = 0, sum2 = 0;

omp\_set\_num\_threads(8);

#pragma omp parallel shared(A,B,x,xn,a) private(i,j,k,sum1, sum2)

{

do

{

a++;

norma = 0;

#pragma omp parallel for

for (j = 0; j < n; j++)

{

sum1 = 0;

sum2 = 0;

x[j] = x[j] + (w \* B[j] / A[j][j]) + ((1 - w) \* xn[j]);

for (k = j + 1; k < n; k++)

sum1 = sum1 + (A[j][k] \* xn[k] / A[j][j]);

x[j] = x[j] - (w \* sum1);

for (k = 0; k < j; k++)

sum2 = sum2 + (A[j][k] \* x[k] / A[j][j]);

x[j] = x[j] - (w \* sum2);

if (fabs(x[j] - xn[j]) > norma)

norma = fabs(x[j] - xn[j]);

}

#pragma omp parallel for

for (i = 0; i < n; i++)

{

xn[i] = x[i];

x[i] = 0;

}

printf("Num threads: %d. Thread number %d\n", omp\_get\_num\_threads(), omp\_get\_thread\_num());

} while (norma > eps);

}

kol = a;

return kol;

}

void Create\_Matr(float\*\* A, int n)

{

float s = 0;

for (int i = 0; i < n; i++)

{

for (int j = 0; j < n; j++)

{

if (i != j)

{

A[i][j] = rand() % 10;

s += A[i][j];

}

}

}

for (int i = 0; i < n; i++)

A[i][i] = (rand() % 100) + s;

}

void Create\_Vector(float\* B, int n)

{

for (int i = 0; i < n; i++)

{

B[i] = rand() % 10 + 1;

}

}

int main()

{

ifstream in("arb.txt");

setlocale(LC\_CTYPE, "RUSSIAN");

int k, n, i, j, kol = 0;

float eps, sum1 = 0, sum2 = 0, norma = 0;

float w;

cout << "Введите точность:";

cin >> eps;

cout << "Введите коэффициент релаксации (1,2):";

cin >> w;

in.close();

for (int n = 1000; n <= 10000; n += 1000)

{

float\* x = new float[n];

float\* xn = new float[n];

float\*\* A = new float\* [n];

for (i = 0; i < n; i++)

A[i] = new float[n];

float\* B = new float[n];

Create\_Matr(A, n);

Create\_Vector(B, n);

for (i = 0; i < n; i++)

{

xn[i] = B[i] / A[i][i];

x[i] = 0;

}

//auto begin = chrono::steady\_clock::now();

unsigned int start\_time = clock();

kol = Relax2\_metod(kol, A, B, x, xn, n, eps, w);

unsigned int end\_time = clock();

//auto end = chrono::steady\_clock::now();

//auto time = chrono::duration\_cast<chrono::seconds>(end - begin);

printf("Размер матрицы = %d. Время = %d. Количество итераций = %d\n", n, end\_time-start\_time, kol);

} return 0;}